import numpy as np # linear algebra  
import pandas as pd # data processing, CSV file I/O (e.g. pd.read\_csv)  
import os  
import matplotlib.pyplot as plt  
%matplotlib inline  
import seaborn as sns  
import warnings  
warnings.filterwarnings('ignore')  
print(os.listdir("../input"))

['india-air-quality-data']

aq=pd.read\_csv('../input/india-air-quality-data/data.csv',encoding="ISO-8859-1")  
aq.tail(5)  
#Data from years 1987-2015

stn\_code sampling\_date state location \  
435737 SAMP 24-12-15 West Bengal ULUBERIA   
435738 SAMP 29-12-15 West Bengal ULUBERIA   
435739 NaN NaN andaman-and-nicobar-islands NaN   
435740 NaN NaN Lakshadweep NaN   
435741 NaN NaN Tripura NaN   
  
 agency type so2 no2 rspm \  
435737 West Bengal State Pollution Control Board RIRUO 22.0 50.0 143.0   
435738 West Bengal State Pollution Control Board RIRUO 20.0 46.0 171.0   
435739 NaN NaN NaN NaN NaN   
435740 NaN NaN NaN NaN NaN   
435741 NaN NaN NaN NaN NaN   
  
 spm location\_monitoring\_station pm2\_5 date   
435737 NaN Inside Rampal Industries,ULUBERIA NaN 2015-12-24   
435738 NaN Inside Rampal Industries,ULUBERIA NaN 2015-12-29   
435739 NaN NaN NaN NaN   
435740 NaN NaN NaN NaN   
435741 NaN NaN NaN NaN

aq.shape

(435742, 13)

# Extracting Tamil Nadu state data alone  
tn = aq.query('state=="Tamil Nadu" ')  
tn.sample(2)

stn\_code sampling\_date state location \  
355251 159.0 24/07/2012 Tamil Nadu Chennai   
353962 237.0 7/5/2011 Tamil Nadu Coimbatore   
  
 agency \  
355251 National Environmental Engineering Research In...   
353962 Tamilnadu State Pollution Control Board   
  
 type so2 no2 rspm spm \  
355251 Residential, Rural and other Areas 10.0 19.0 22.0 NaN   
353962 Industrial Area 4.0 15.0 61.0 NaN   
  
 location\_monitoring\_station pm2\_5 date   
355251 Madras Medical College, Chennai NaN 2012-07-24   
353962 SIDCO Office, Coimbatore NaN 2011-05-07

tn.shape

(20597, 13)

tn.describe(include = 'all')

stn\_code sampling\_date state location \  
count 14539.0 20597 20597 20597   
unique 48.0 3559 1 11   
top 309.0 28-02-13 Tamil Nadu Chennai   
freq 811.0 17 20597 6646   
mean NaN NaN NaN NaN   
std NaN NaN NaN NaN   
min NaN NaN NaN NaN   
25% NaN NaN NaN NaN   
50% NaN NaN NaN NaN   
75% NaN NaN NaN NaN   
max NaN NaN NaN NaN   
  
 agency \  
count 14133   
unique 4   
top Tamilnadu State Pollution Control Board   
freq 11498   
mean NaN   
std NaN   
min NaN   
25% NaN   
50% NaN   
75% NaN   
max NaN   
  
 type so2 no2 \  
count 20243 19906.000000 19981.000000   
unique 6 NaN NaN   
top Residential, Rural and other Areas NaN NaN   
freq 9033 NaN NaN   
mean NaN 11.315134 21.601202   
std NaN 9.790730 11.034707   
min NaN 0.000000 0.000000   
25% NaN 6.900000 15.300000   
50% NaN 10.000000 20.600000   
75% NaN 14.000000 25.100000   
max NaN 909.000000 315.000000   
  
 rspm spm location\_monitoring\_station \  
count 18792.000000 9530.000000 18961   
unique NaN NaN 49   
top NaN NaN Sowdeswari College Building, Salem   
freq NaN NaN 772   
mean 66.585638 126.729064 NaN   
std 44.450037 81.060905 NaN   
min 3.000000 0.000000 NaN   
25% 39.500000 76.000000 NaN   
50% 55.000000 108.000000 NaN   
75% 82.000000 156.875000 NaN   
max 1183.500000 1682.000000 NaN   
  
 pm2\_5 date   
count 454.000000 20597   
unique NaN 3559   
top NaN 2013-02-28   
freq NaN 17   
mean 29.550441 NaN   
std 16.783704 NaN   
min 4.000000 NaN   
25% 18.000000 NaN   
50% 25.000000 NaN   
75% 36.000000 NaN   
max 141.000000 NaN

# Feature Engineering

##### Removing unnecessary datas

tn.drop(labels=['stn\_code','sampling\_date','agency','location\_monitoring\_station'], axis = 1, inplace = True)  
tn.sample(2)

state location type so2 no2 \  
356319 Tamil Nadu Trichy Residential, Rural and other Areas 10.0 17.0   
360456 Tamil Nadu Cuddalore Residential, Rural and other Areas 10.0 22.0   
  
 rspm spm pm2\_5 date   
356319 46.0 NaN NaN 2012-05-12   
360456 90.0 NaN NaN 2014-10-02

tn.isnull().sum()

state 0  
location 0  
type 354  
so2 691  
no2 616  
rspm 1805  
spm 11067  
pm2\_5 20143  
date 0  
dtype: int64

pm2\_5 has almost 97% data missing. So omitting pm2\_5 column

tn.drop(labels = ['pm2\_5'], axis =1, inplace = True)  
tn.head(2)

state location type so2 no2 rspm spm date  
343639 Tamil Nadu Madras Industrial 0.5 0.3 NaN 82.0 1987-01-27  
343640 Tamil Nadu Madras Industrial 12.9 1.3 NaN 290.0 1987-04-13

In order to fill the missing values, the values are first need to be sorted in Chronological order

tn.dtypes

state object  
location object  
type object  
so2 float64  
no2 float64  
rspm float64  
spm float64  
date object  
dtype: object

# To sort based on dates, the date should be of "datetime" datatype.   
#So converting "object" data type to "datetime" datatype

tn['date'] = pd.to\_datetime(tn.date,format='%Y-%m-%d')  
tn.info()

<class 'pandas.core.frame.DataFrame'>  
Int64Index: 20597 entries, 343639 to 364235  
Data columns (total 8 columns):  
 # Column Non-Null Count Dtype   
--- ------ -------------- -----   
 0 state 20597 non-null object   
 1 location 20597 non-null object   
 2 type 20243 non-null object   
 3 so2 19906 non-null float64   
 4 no2 19981 non-null float64   
 5 rspm 18792 non-null float64   
 6 spm 9530 non-null float64   
 7 date 20597 non-null datetime64[ns]  
dtypes: datetime64[ns](1), float64(4), object(3)  
memory usage: 1.4+ MB

tn.sort\_values(by='date')

state location type so2 \  
343641 Tamil Nadu Madras Industrial 38.8   
343642 Tamil Nadu Madras Industrial 29.7   
343643 Tamil Nadu Madras Industrial 27.5   
343656 Tamil Nadu Madras Residential 4.0   
343655 Tamil Nadu Madras Residential 8.3   
... ... ... ... ...   
363476 Tamil Nadu Cuddalore Residential, Rural and other Areas 12.0   
363989 Tamil Nadu Chennai Residential, Rural and other Areas 10.0   
362831 Tamil Nadu Madurai Residential, Rural and other Areas 9.0   
362605 Tamil Nadu Coimbatore Residential, Rural and other Areas 4.0   
363906 Tamil Nadu Chennai Residential, Rural and other Areas 12.0   
  
 no2 rspm spm date   
343641 0.9 NaN 222.0 1987-01-05   
343642 1.1 NaN 213.0 1987-01-06   
343643 1.3 NaN 223.0 1987-01-07   
343656 1.0 NaN 116.0 1987-01-12   
343655 0.8 NaN 121.0 1987-01-12   
... ... ... ... ...   
363476 18.0 53.0 NaN 2015-12-31   
363989 14.0 123.0 NaN 2015-12-31   
362831 23.0 58.0 NaN 2015-12-31   
362605 27.0 88.0 NaN 2015-12-31   
363906 31.0 234.0 NaN 2015-12-31   
  
[20597 rows x 8 columns]

tn['so2'].fillna(method='ffill',inplace = True);  
tn['no2'].fillna(method='ffill',inplace = True);  
tn['rspm'].fillna(method='ffill',inplace = True);  
tn['spm'].fillna(method='ffill',inplace = True);

tn.isnull().sum()

state 0  
location 0  
type 354  
so2 0  
no2 0  
rspm 1636  
spm 0  
date 0  
dtype: int64

# Even after replacement, we have 1636 missing values in rspm  
print(tn.iloc[[1634]],tn.iloc[[1635]],tn.iloc[[1636]],tn.iloc[[1636]])

state location type so2 no2 rspm spm date  
345273 Tamil Nadu Madurai Industrial Area 8.3 19.6 NaN 33.0 2002-11-01 state location type so2 no2 rspm spm \  
345274 Tamil Nadu Madurai Industrial Area 10.7 29.6 NaN 63.0   
  
 date   
345274 2002-12-01 state location type so2 no2 \  
345275 Tamil Nadu Chennai Residential, Rural and other Areas 6.0 12.75   
  
 rspm spm date   
345275 56.33 101.33 2004-02-01 state location type so2 no2 \  
345275 Tamil Nadu Chennai Residential, Rural and other Areas 6.0 12.75   
  
 rspm spm date   
345275 56.33 101.33 2004-02-01

# This means rspm has not been calculated till 2002. It has been measured only from 2004 onwards.  
# We can either omit it or seperate the data set into two. That is before 2004 and after 2004.  
# Here for simplicity, I am deleting the column of rspm

tn.drop(labels = ['rspm'], axis = 1, inplace = True)  
tn.head()

state location type so2 no2 spm date  
343639 Tamil Nadu Madras Industrial 0.5 0.3 82.0 1987-01-27  
343640 Tamil Nadu Madras Industrial 12.9 1.3 290.0 1987-04-13  
343641 Tamil Nadu Madras Industrial 38.8 0.9 222.0 1987-01-05  
343642 Tamil Nadu Madras Industrial 29.7 1.1 213.0 1987-01-06  
343643 Tamil Nadu Madras Industrial 27.5 1.3 223.0 1987-01-07

tn.isnull().sum()

state 0  
location 0  
type 354  
so2 0  
no2 0  
spm 0  
date 0  
dtype: int64

# Dealing with 354 missing values of type

typ=sns.countplot(x ="type",data = tn)  
typ.set\_xticklabels(typ.get\_xticklabels(), rotation=90);
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Here we have repetition of types, so replacing all to unique types

tn['type'].replace("Industrial Areas","Industrial",inplace=True)  
tn['type'].replace("Industrial Area","Industrial",inplace=True)  
tn['type'].replace("Residential and others","Residential",inplace=True)  
tn['type'].replace("Residential, Rural and other Areas","Residential",inplace=True)

typ=sns.countplot(x ="type",data = tn)  
typ.set\_xticklabels(typ.get\_xticklabels(), rotation=90);

![](data:image/png;base64,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)

datacount\_ty =sns.countplot(x ="location",hue = 'type',data = tn);  
datacount\_ty.set\_xticklabels(datacount\_ty.get\_xticklabels(), rotation=90);
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# Rows with missing "types"  
null\_data = tn[tn.isnull().any(axis=1)]  
null\_data.head(20)

state location type so2 no2 spm date  
343962 Tamil Nadu Tuticorin NaN 10.2 16.7 194.0 1991-09-01  
343984 Tamil Nadu Tuticorin NaN 7.2 16.4 82.0 1991-12-01  
343985 Tamil Nadu Tuticorin NaN 8.2 5.4 47.0 1991-12-01  
343986 Tamil Nadu Tuticorin NaN 8.0 12.4 44.0 1991-12-01  
344142 Tamil Nadu Tuticorin NaN 3.7 17.8 80.0 1994-09-01  
344143 Tamil Nadu Tuticorin NaN 6.4 20.9 68.0 1994-09-01  
344147 Tamil Nadu Tuticorin NaN 3.7 17.8 80.0 1994-09-01  
344148 Tamil Nadu Tuticorin NaN 6.4 20.9 68.0 1994-09-01  
344155 Tamil Nadu Coimbatore NaN 6.0 16.0 55.0 1995-01-01  
344156 Tamil Nadu Coimbatore NaN 0.9 9.2 44.0 1995-03-01  
344157 Tamil Nadu Coimbatore NaN 5.1 15.8 78.0 1995-02-01  
344158 Tamil Nadu Coimbatore NaN 3.9 13.5 71.0 1995-03-01  
344159 Tamil Nadu Coimbatore NaN 2.3 9.1 56.0 1995-04-01  
344160 Tamil Nadu Coimbatore NaN 2.2 5.5 42.0 1995-05-01  
344161 Tamil Nadu Coimbatore NaN 1.4 4.9 31.0 1995-06-01  
344162 Tamil Nadu Coimbatore NaN 2.3 6.9 29.0 1995-07-01  
344163 Tamil Nadu Coimbatore NaN 3.7 8.4 51.0 1995-08-01  
344164 Tamil Nadu Coimbatore NaN 2.3 5.3 40.0 1995-09-01  
344165 Tamil Nadu Coimbatore NaN 3.1 5.9 33.0 1995-10-01  
344166 Tamil Nadu Coimbatore NaN 5.1 6.5 41.0 1995-11-01

Mode is higher for residential. So filling the missing 354 values in type by "Residential" type

# Converting NaN to zeros  
#df['DataFrame Column'] = df['DataFrame Column'].replace(np.nan, 0)  
tn['type'] = tn['type'].replace(np.nan, "Residential")

tn.isnull().sum()

state 0  
location 0  
type 0  
so2 0  
no2 0  
spm 0  
date 0  
dtype: int64

#Finding hidden missing values. (i.e. zeros)

aaa = (tn == 0).astype(int).sum(axis=0)  
print(aaa)

state 0  
location 0  
type 0  
so2 16  
no2 1  
spm 66  
date 0  
dtype: int64

# Also we can see the "locations" repeated.  
# Madras - Chennai, # Turicorin-Tuticorin  
# Replacing them into single value

tn['location'].replace("Turicorin","Tuticorin",inplace=True)  
tn['location'].replace("Madras","Chennai",inplace=True)

datacount\_ty =sns.countplot(x ="location",hue = 'type',data = tn);  
datacount\_ty.set\_xticklabels(datacount\_ty.get\_xticklabels(), rotation=90);
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tn.head()

state location type so2 no2 spm date  
343639 Tamil Nadu Chennai Industrial 0.5 0.3 82.0 1987-01-27  
343640 Tamil Nadu Chennai Industrial 12.9 1.3 290.0 1987-04-13  
343641 Tamil Nadu Chennai Industrial 38.8 0.9 222.0 1987-01-05  
343642 Tamil Nadu Chennai Industrial 29.7 1.1 213.0 1987-01-06  
343643 Tamil Nadu Chennai Industrial 27.5 1.3 223.0 1987-01-07

# Data Visualization

datacount =sns.countplot(x ="location",data = tn);  
datacount.set\_xticklabels(datacount.get\_xticklabels(), rotation=90);
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loc = pd.pivot\_table(tn, values=['so2','no2','spm'],index='location') # Aggfunc: default-np.mean()  
loc

no2 so2 spm  
location   
Chennai 18.551330 11.905157 199.767056  
Coimbatore 29.374767 5.832845 188.888683  
Cuddalore 19.772657 9.110599 267.000000  
Madurai 24.420616 11.153280 179.156298  
Mettur 24.039095 8.399177 267.000000  
Salem 25.764407 8.190645 179.440385  
Thoothukudi 16.948928 17.532772 210.858009  
Trichy 18.211327 13.753170 267.000000  
Tuticorin 14.505208 10.176389 51.322917

maxso2 = loc.sort\_values(by='so2',ascending=False)  
maxso2.loc[:,['so2']].head(10).plot(kind='bar'); # Based on average values
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maxno2 = loc.sort\_values(by='no2',ascending=False);  
maxno2.loc[:,['no2']].head(10).plot(kind='bar');
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maxspm = loc.sort\_values(by='spm',ascending=False);  
maxspm.loc[:,['spm']].head(10).plot(kind='bar');
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# Calculating AQI

def calculate\_si(so2):  
 si=0  
 if (so2<=40):  
 si= "s1"  
 if (so2>40 and so2<=80):  
 si= "s2"  
 if (so2>80 and so2<=380):  
 si= "s3"  
 if (so2>380 and so2<=800):  
 si= "s4"  
 if (so2>800 and so2<=1600):  
 si= "s5"  
 if (so2>1600):  
 si= "s6"  
 return si  
tn['si']=tn['so2'].apply(calculate\_si)  
ds= tn[['so2','si']]  
ds.tail()

so2 si  
364231 13.0 s1  
364232 13.0 s1  
364233 14.0 s1  
364234 15.0 s1  
364235 15.0 s1

def calculate\_ni(no2):  
 ni=0  
 if (no2<=40):  
 ni= "n1"  
 if (no2>40 and no2<=80):  
 ni= "n2"  
 if (no2>80 and no2<=180):  
 ni= "n3"  
 if (no2>180 and no2<=280):  
 ni= "n4"  
 if (no2>280 and no2<=400):  
 ni= "n5"  
 if (no2>400):  
 ni= "n6"  
 return ni  
tn['ni']=tn['no2'].apply(calculate\_ni)  
dn= tn[['no2','ni']]  
dn.tail()

no2 ni  
364231 22.0 n1  
364232 22.0 n1  
364233 24.0 n1  
364234 25.0 n1  
364235 24.0 n1

def calculate\_spi(spm):  
 spi=0  
 if (spm<=40):  
 spi= "sp1"  
 if (spm>40 and spm<=80):  
 spi= "sp2"  
 if (spm>80 and spm<=180):  
 spi= "sp3"  
 if (spm>180 and spm<=280):  
 spi= "sp4"  
 if (spm>280 and spm<=400):  
 spi= "sp5"  
 if (spm>400):  
 spi= "sp6"  
 return spi  
tn['spi']=tn['spm'].apply(calculate\_spi)  
dsp= tn[['spm','spi']]  
dsp.tail()

spm spi  
364231 267.0 sp4  
364232 267.0 sp4  
364233 267.0 sp4  
364234 267.0 sp4  
364235 267.0 sp4

tn.sample(2)

state location type so2 no2 spm date si \  
363100 Tamil Nadu Thoothukudi Residential 9.0 12.0 267.0 2015-01-13 s1   
355369 Tamil Nadu Chennai Residential 4.0 15.0 267.0 2012-10-15 s1   
  
 ni spi   
363100 n1 sp4   
355369 n1 sp4

# AQI  
def calculate\_aqi(si,ni,spi):  
 aqi=0  
 if(si>ni and si>spi):  
 aqi=si  
 if (spi>ni and spi>si):  
 aqi=spi  
 if(ni>si and ni>spi):  
 aqi= ni  
 return aqi  
tn['AQI']=tn.apply(lambda x:calculate\_aqi(x['so2'],x['no2'],x['spm']),axis=1)

tn.head()

state location type so2 no2 spm date si ni \  
343639 Tamil Nadu Chennai Industrial 0.5 0.3 82.0 1987-01-27 s1 n1   
343640 Tamil Nadu Chennai Industrial 12.9 1.3 290.0 1987-04-13 s1 n1   
343641 Tamil Nadu Chennai Industrial 38.8 0.9 222.0 1987-01-05 s1 n1   
343642 Tamil Nadu Chennai Industrial 29.7 1.1 213.0 1987-01-06 s1 n1   
343643 Tamil Nadu Chennai Industrial 27.5 1.3 223.0 1987-01-07 s1 n1   
  
 spi AQI   
343639 sp3 82.0   
343640 sp5 290.0   
343641 sp4 222.0   
343642 sp4 213.0   
343643 sp4 223.0

aq\_wise = pd.pivot\_table(tn, values=['AQI'],index='location')  
aq\_wise

AQI  
location   
Chennai 200.055794  
Coimbatore 189.199613  
Cuddalore 267.000000  
Madurai 179.283224  
Mettur 267.000000  
Salem 179.550399  
Thoothukudi 210.887068  
Trichy 267.000000  
Tuticorin 52.573958

maxaqi = aq\_wise.sort\_values(by='AQI',ascending=False)  
maxaqi.loc[:,['AQI']].head(37).plot(kind='bar')

<AxesSubplot:xlabel='location'>
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date\_wise = pd.pivot\_table(tn, values=['AQI'],index='date')  
date\_wise

AQI  
date   
1987-01-05 222.0  
1987-01-06 213.0  
1987-01-07 223.0  
1987-01-12 118.5  
1987-01-27 82.0  
... ...  
2015-12-26 267.0  
2015-12-28 267.0  
2015-12-29 267.0  
2015-12-30 267.0  
2015-12-31 267.0  
  
[3559 rows x 1 columns]

date\_wise.loc[:,['AQI']].head(30).plot(kind='bar')

<AxesSubplot:xlabel='date'>
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# Training Data

dum1 = pd.get\_dummies(tn['type'])  
dum2 = pd.get\_dummies(tn['location'])  
tn['year'] = tn['date'].dt.year

td = pd.concat([tn, dum1, dum2], axis = 1)  
td.head()

state location type so2 no2 spm date si ni \  
343639 Tamil Nadu Chennai Industrial 0.5 0.3 82.0 1987-01-27 s1 n1   
343640 Tamil Nadu Chennai Industrial 12.9 1.3 290.0 1987-04-13 s1 n1   
343641 Tamil Nadu Chennai Industrial 38.8 0.9 222.0 1987-01-05 s1 n1   
343642 Tamil Nadu Chennai Industrial 29.7 1.1 213.0 1987-01-06 s1 n1   
343643 Tamil Nadu Chennai Industrial 27.5 1.3 223.0 1987-01-07 s1 n1   
  
 spi ... Residential Chennai Coimbatore Cuddalore Madurai \  
343639 sp3 ... 0 1 0 0 0   
343640 sp5 ... 0 1 0 0 0   
343641 sp4 ... 0 1 0 0 0   
343642 sp4 ... 0 1 0 0 0   
343643 sp4 ... 0 1 0 0 0   
  
 Mettur Salem Thoothukudi Trichy Tuticorin   
343639 0 0 0 0 0   
343640 0 0 0 0 0   
343641 0 0 0 0 0   
343642 0 0 0 0 0   
343643 0 0 0 0 0   
  
[5 rows x 23 columns]

td.drop(labels = ['state','location','type','so2','no2','spm','si','ni','spi','date'], axis = 1, inplace = True)  
td.sample(2)

AQI year Industrial Residential Chennai Coimbatore Cuddalore \  
350723 102.0 2008 0 1 0 0 0   
354333 267.0 2011 1 0 0 0 0   
  
 Madurai Mettur Salem Thoothukudi Trichy Tuticorin   
350723 0 0 0 1 0 0   
354333 1 0 0 0 0 0

td.corr()

AQI year Industrial Residential Chennai \  
AQI 1.000000 0.646473 0.057981 -0.057981 -0.006406   
year 0.646473 1.000000 -0.085917 0.085917 -0.123071   
Industrial 0.057981 -0.085917 1.000000 -1.000000 0.300520   
Residential -0.057981 0.085917 -1.000000 1.000000 -0.300520   
Chennai -0.006406 -0.123071 0.300520 -0.300520 1.000000   
Coimbatore -0.056296 -0.056847 -0.054400 0.054400 -0.331489   
Cuddalore 0.133554 0.158258 -0.017697 0.017697 -0.137904   
Madurai -0.099989 0.011918 -0.038487 0.038487 -0.317511   
Mettur 0.114920 0.138348 0.038661 -0.038661 -0.118663   
Salem -0.063568 0.015006 -0.209332 0.209332 -0.204397   
Thoothukudi 0.043930 0.047736 -0.027929 0.027929 -0.297876   
Trichy 0.182486 0.186706 -0.192979 0.192979 -0.188430   
Tuticorin -0.197143 -0.307805 -0.064122 0.064122 -0.090901   
  
 Coimbatore Cuddalore Madurai Mettur Salem Thoothukudi \  
AQI -0.056296 0.133554 -0.099989 0.114920 -0.063568 0.043930   
year -0.056847 0.158258 0.011918 0.138348 0.015006 0.047736   
Industrial -0.054400 -0.017697 -0.038487 0.038661 -0.209332 -0.027929   
Residential 0.054400 0.017697 0.038487 -0.038661 0.209332 0.027929   
Chennai -0.331489 -0.137904 -0.317511 -0.118663 -0.204397 -0.297876   
Coimbatore 1.000000 -0.078454 -0.180633 -0.067508 -0.116282 -0.169463   
Cuddalore -0.078454 1.000000 -0.075146 -0.028084 -0.048375 -0.070499   
Madurai -0.180633 -0.075146 1.000000 -0.064661 -0.111379 -0.162317   
Mettur -0.067508 -0.028084 -0.064661 1.000000 -0.041626 -0.060663   
Salem -0.116282 -0.048375 -0.111379 -0.041626 1.000000 -0.104491   
Thoothukudi -0.169463 -0.070499 -0.162317 -0.060663 -0.104491 1.000000   
Trichy -0.107199 -0.044596 -0.102678 -0.038374 -0.066099 -0.096329   
Tuticorin -0.051714 -0.021514 -0.049533 -0.018512 -0.031887 -0.046470   
  
 Trichy Tuticorin   
AQI 0.182486 -0.197143   
year 0.186706 -0.307805   
Industrial -0.192979 -0.064122   
Residential 0.192979 0.064122   
Chennai -0.188430 -0.090901   
Coimbatore -0.107199 -0.051714   
Cuddalore -0.044596 -0.021514   
Madurai -0.102678 -0.049533   
Mettur -0.038374 -0.018512   
Salem -0.066099 -0.031887   
Thoothukudi -0.096329 -0.046470   
Trichy 1.000000 -0.029396   
Tuticorin -0.029396 1.000000

"year" has good correlation with "AQI" when compared to others

yr\_wise = pd.pivot\_table(td, values=['AQI'],index='year')  
yr\_wise.loc[:,['AQI']].head(30).plot(kind='bar')

<AxesSubplot:xlabel='year'>
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from sklearn.model\_selection import train\_test\_split

X=td.drop("AQI",axis=1)  
y=td["AQI"]

X\_train,X\_test,y\_train,y\_test= train\_test\_split(X,y,test\_size=0.30,random\_state=25)

# Model fittings

### Simple Linear Regression

from sklearn.linear\_model import LinearRegression

lin\_mod = LinearRegression()  
lin\_mod.fit(X\_train, y\_train)

LinearRegression()

lin\_mod.score(X\_train, y\_train )

0.4453601500506762

lin\_mod.score(X\_test, y\_test)

0.46740661107915094

# Less Score. Underfitting

### Polynomial Regression

from sklearn.preprocessing import PolynomialFeatures  
from sklearn import linear\_model  
  
poly = PolynomialFeatures(degree=2, interaction\_only=True)  
X\_train2 = poly.fit\_transform(X\_train)  
X\_test2 = poly.fit\_transform(X\_test)  
  
poly\_clf = linear\_model.LinearRegression()  
  
poly\_clf.fit(X\_train2, y\_train)  
  
y\_pred = poly\_clf.predict(X\_test2)

print(poly\_clf.score(X\_train2, y\_train))

0.5060498134379463

print(poly\_clf.score(X\_test2, y\_test))

0.5262979517606676

# Trying with higher degrees

poly = PolynomialFeatures(degree=3, interaction\_only=True)  
X\_train2 = poly.fit\_transform(X\_train)  
X\_test2 = poly.fit\_transform(X\_test)  
  
poly\_clf = linear\_model.LinearRegression()  
  
poly\_clf.fit(X\_train2, y\_train)  
  
y\_pred = poly\_clf.predict(X\_test2)  
print(poly\_clf.score(X\_train2, y\_train))  
print(poly\_clf.score(X\_test2, y\_test))

0.5063818171823522  
0.5282058458861778

# degree = 3 has less scores than degree = 2

poly = PolynomialFeatures(degree=4, interaction\_only=True)  
X\_train2 = poly.fit\_transform(X\_train)  
X\_test2 = poly.fit\_transform(X\_test)  
  
poly\_clf = linear\_model.LinearRegression()  
  
poly\_clf.fit(X\_train2, y\_train)  
  
y\_pred = poly\_clf.predict(X\_test2)  
print(poly\_clf.score(X\_train2, y\_train))  
print(poly\_clf.score(X\_test2, y\_test))

0.4956914409476182  
0.5164060494757956

# Nearly score to degree = 2. But still less than degree = 2

poly = PolynomialFeatures(degree=5, interaction\_only=True)  
X\_train2 = poly.fit\_transform(X\_train)  
X\_test2 = poly.fit\_transform(X\_test)  
  
poly\_clf = linear\_model.LinearRegression()  
  
poly\_clf.fit(X\_train2, y\_train)  
  
y\_pred = poly\_clf.predict(X\_test2)  
print(poly\_clf.score(X\_train2, y\_train))  
print(poly\_clf.score(X\_test2, y\_test))

0.4956914409476182  
0.5164060494757956

# Score reduces as degree increases

poly = PolynomialFeatures(degree=6, interaction\_only=True)  
X\_train2 = poly.fit\_transform(X\_train)  
X\_test2 = poly.fit\_transform(X\_test)  
  
poly\_clf = linear\_model.LinearRegression()  
  
poly\_clf.fit(X\_train2, y\_train)  
  
y\_pred = poly\_clf.predict(X\_test2)  
print(poly\_clf.score(X\_train2, y\_train))  
print(poly\_clf.score(X\_test2, y\_test))

0.4956914409476182  
0.5164060494757956

# Same score as prev degree.   
#Underfitting

### K-Nearest Neighbour

from sklearn.neighbors import KNeighborsRegressor  
from scipy.stats import zscore

XScaled = X.apply(zscore)

NNH = KNeighborsRegressor(n\_neighbors = 27, metric = 'euclidean')

NNH.fit(X\_train,y\_train)

KNeighborsRegressor(metric='euclidean', n\_neighbors=27)

predicted\_labels = NNH.predict(X\_test)  
print(NNH.score(X\_train, y\_train))  
print(NNH.score(X\_test,y\_test))

0.7239080609538029  
0.7706168194875633

Score Better than Linear Regression models. Trying with different n\_neighbours

NNH = KNeighborsRegressor(n\_neighbors = 30) # default metric = 'minkowski'  
NNH.fit(X\_train,y\_train)  
predicted\_labels = NNH.predict(X\_test)  
print(NNH.score(X\_train, y\_train))  
print(NNH.score(X\_test,y\_test))

0.723809498088116  
0.7719586808848092

NNH = KNeighborsRegressor(n\_neighbors = 55)  
NNH.fit(X\_train,y\_train)  
predicted\_labels = NNH.predict(X\_test)  
print(NNH.score(X\_train, y\_train))  
print(NNH.score(X\_test,y\_test))

0.7251509518338644  
0.7705163784261739

NNH = KNeighborsRegressor(n\_neighbors = 70)  
NNH.fit(X\_train,y\_train)  
predicted\_labels = NNH.predict(X\_test)  
print(NNH.score(X\_train, y\_train))  
print(NNH.score(X\_test,y\_test))

0.7240609430015734  
0.7685054030238094

# if we increase n\_neigbours more than 55,   
#train fitting increases but test fit decreases. So 55 is the optimum one

Trying with different "metrics"

NNH = KNeighborsRegressor(n\_neighbors = 55, metric = 'euclidean')  
NNH.fit(X\_train,y\_train)  
predicted\_labels = NNH.predict(X\_test)  
print(NNH.score(X\_train, y\_train))  
print(NNH.score(X\_test,y\_test))

0.7251509518338644  
0.7705163784261739

# Better result dan "minskowki"

NNH = KNeighborsRegressor(n\_neighbors = 35, metric = 'euclidean')  
NNH.fit(X\_train,y\_train)  
predicted\_labels = NNH.predict(X\_test)  
print(NNH.score(X\_train, y\_train))  
print(NNH.score(X\_test,y\_test))

0.7235162915287796  
0.7722764205003013

NNH = KNeighborsRegressor(n\_neighbors = 30, metric = 'euclidean')  
NNH.fit(X\_train,y\_train)  
predicted\_labels = NNH.predict(X\_test)  
print(NNH.score(X\_train, y\_train))  
print(NNH.score(X\_test,y\_test))

0.723809498088116  
0.7719586808848092

35 is the optimum one

NNH = KNeighborsRegressor(n\_neighbors = 35, metric = 'manhattan')  
NNH.fit(X\_train,y\_train)  
predicted\_labels = NNH.predict(X\_test)  
print(NNH.score(X\_train, y\_train))  
print(NNH.score(X\_test,y\_test))

0.7238308231819853  
0.7723429772126563

# Better than euclidean

NNH = KNeighborsRegressor(n\_neighbors = 45, metric = 'manhattan')  
NNH.fit(X\_train,y\_train)  
predicted\_labels = NNH.predict(X\_test)  
print(NNH.score(X\_train, y\_train))  
print(NNH.score(X\_test,y\_test))

0.7253762245673958  
0.7726679102657432

NNH = KNeighborsRegressor(n\_neighbors = 55, metric = 'manhattan')  
NNH.fit(X\_train,y\_train)  
predicted\_labels = NNH.predict(X\_test)  
print(NNH.score(X\_train, y\_train))  
print(NNH.score(X\_test,y\_test))

0.7254198551302349  
0.7706201379619615

# 45 is optimum

# Therefore best solution is for   
NNH = KNeighborsRegressor(n\_neighbors = 45, metric = 'manhattan')  
NNH.fit(X\_train,y\_train)  
predicted\_labels = NNH.predict(X\_test)  
print(NNH.score(X\_train, y\_train))  
print(NNH.score(X\_test,y\_test))

0.7253762245673958  
0.7726679102657432

### SVM

from sklearn import svm  
from sklearn.svm import SVR

reg= svm.SVR(kernel='rbf',gamma='auto', C=2)  
reg.fit(X\_train,y\_train)

SVR(C=2, gamma='auto')

predicted\_labels = reg.predict(X\_test)  
print(reg.score(X\_train,y\_train))  
print(reg.score(X\_test,y\_test))

0.6354902391648543  
0.6830055255559128

# Score is less than KNN. Trying with other "C"

reg= svm.SVR(kernel='rbf',gamma='auto', C=150)  
reg.fit(X\_train,y\_train)  
predicted\_labels = reg.predict(X\_test)  
print(reg.score(X\_train,y\_train))  
print(reg.score(X\_test,y\_test))

0.6828037711031538  
0.7269869947874135

reg= svm.SVR(kernel='rbf',gamma='auto', C=160)  
reg.fit(X\_train,y\_train)  
predicted\_labels = reg.predict(X\_test)  
print(reg.score(X\_train,y\_train))  
print(reg.score(X\_test,y\_test))

0.6829412252671465  
0.7270024553951311

reg= svm.SVR(kernel='rbf',gamma='auto', C=163)  
reg.fit(X\_train,y\_train)  
predicted\_labels = reg.predict(X\_test)  
print(reg.score(X\_train,y\_train))  
print(reg.score(X\_test,y\_test))

0.682954354642903  
0.7269849962216359

# as C increases after 160, score training score increases but test score decreases.

reg= svm.SVR(kernel='sigmoid',gamma='auto', C=80)  
reg.fit(X\_train,y\_train)  
predicted\_labels = reg.predict(X\_test)  
print(reg.score(X\_train,y\_train))  
print(reg.score(X\_test,y\_test))

-0.526948927297983  
-0.5899658122069891

# Using poly kernel takes lot of time to run

# Optimum value for SVM is  
reg= svm.SVR(kernel='rbf',gamma='auto', C=160)  
reg.fit(X\_train,y\_train)  
predicted\_labels = reg.predict(X\_test)  
print(reg.score(X\_train,y\_train))  
print(reg.score(X\_test,y\_test))

0.6829412252671465  
0.7270024553951311

But not as good as KNN

### Decision Tree

from sklearn.tree import DecisionTreeRegressor

dTree= DecisionTreeRegressor(criterion='mse',splitter='best',random\_state=25,max\_depth=5)

dTree.fit(X\_train,y\_train)

DecisionTreeRegressor(max\_depth=5, random\_state=25)

print(dTree.score(X\_train,y\_train))   
print(dTree.score(X\_test,y\_test))

0.6987590136971868  
0.7490946656981097

Trying with different "max\_depth"

dTree= DecisionTreeRegressor(criterion='mse',splitter='best',random\_state=25,max\_depth=14)  
dTree.fit(X\_train,y\_train)  
print(dTree.score(X\_train,y\_train))   
print(dTree.score(X\_test,y\_test))

0.7320163141352926  
0.7764637553626321

# No improvements in score after "max\_depth = 14"  
# Trying with different criteria

dTree= DecisionTreeRegressor(criterion='mae',splitter='best',random\_state=25,max\_depth=20)  
dTree.fit(X\_train,y\_train)  
print(dTree.score(X\_train,y\_train))   
print(dTree.score(X\_test,y\_test))

0.7152580836801676  
0.7650663853334146

dTree= DecisionTreeRegressor(criterion='friedman\_mse',splitter='best',random\_state=25,max\_depth=15)  
dTree.fit(X\_train,y\_train)  
print(dTree.score(X\_train,y\_train))   
print(dTree.score(X\_test,y\_test))

0.7320320350190757  
0.7764581508742332

# friedman\_mse same as mse

# Optimum is   
dTree= DecisionTreeRegressor(criterion='mse',splitter='best',random\_state=25,max\_depth=14)  
dTree.fit(X\_train,y\_train)  
print(dTree.score(X\_train,y\_train))   
print(dTree.score(X\_test,y\_test))

0.7320163141352926  
0.7764637553626321

dTree= DecisionTreeRegressor(criterion='mse',splitter='best',random\_state=25,max\_depth=14)  
dTree.fit(X\_train,y\_train)  
dTree\_tr=dTree.score(X\_train,y\_train)  
dTree\_ts=dTree.score(X\_test,y\_test)

Better than KNN

### Bagging

from sklearn.ensemble import BaggingRegressor

bgr= BaggingRegressor (n\_estimators=9,base\_estimator=dTree,random\_state=25)  
bgr=bgr.fit(X\_train,y\_train)  
print(bgr.score(X\_train,y\_train))  
print(bgr.score(X\_test,y\_test))

0.7315720767332268  
0.7762732523198246

# trying with different "n\_estimators"

bgr= BaggingRegressor (n\_estimators=12,base\_estimator=dTree,random\_state=25)  
bgr=bgr.fit(X\_train,y\_train)  
print(bgr.score(X\_train,y\_train))  
print(bgr.score(X\_test,y\_test))

0.7317520849084952  
0.7759680322824837

# Increase in "n\_estimators" increases train score but decreases test score.   
#so "n\_estimators = 9" is good

Not as good as Decision Tree

### AdaBoost

from sklearn.ensemble import AdaBoostRegressor

adr= AdaBoostRegressor (n\_estimators=5,random\_state=25, loss ='linear') # loss = 'linear' is default  
adr=adr.fit(X\_train,y\_train)  
print(adr.score(X\_train,y\_train))  
print(adr.score(X\_test,y\_test))

0.5648604617431005  
0.6273545061897812

# trying with different "n\_estimators"

adr= AdaBoostRegressor (n\_estimators=15,random\_state=25,loss ='linear')  
adr=adr.fit(X\_train,y\_train)  
print(adr.score(X\_train,y\_train))  
print(adr.score(X\_test,y\_test))

0.5648604617431005  
0.6273545061897812

# Increase in "n\_estimators" increases train score but decreases test score.   
#so "n\_estimators = 5" is good

adr= AdaBoostRegressor (n\_estimators=7,random\_state=25,loss ='square')  
adr=adr.fit(X\_train,y\_train)  
print(adr.score(X\_train,y\_train))  
print(adr.score(X\_test,y\_test))

0.5806460542188621  
0.6450872934033688

adr= AdaBoostRegressor (n\_estimators=5,random\_state=25,loss ='exponential')  
adr=adr.fit(X\_train,y\_train)  
print(adr.score(X\_train,y\_train))  
print(adr.score(X\_test,y\_test))

0.672733039307424  
0.723678044480647

Not good as Decision Tree

### Gradient Boosting

from sklearn.ensemble import GradientBoostingRegressor

gbr= GradientBoostingRegressor (n\_estimators=10,random\_state=25)  
gbr=gbr.fit(X\_train,y\_train)  
print(gbr.score(X\_train,y\_train))  
print(gbr.score(X\_test,y\_test))

0.5842205537720442  
0.6290894003600735

# trying with different "n\_estimators"

gbr= GradientBoostingRegressor (n\_estimators=400,random\_state=25)  
gbr=gbr.fit(X\_train,y\_train)  
print(gbr.score(X\_train,y\_train))  
print(gbr.score(X\_test,y\_test))

0.7247539388723996  
0.7751318074743498

gbr= GradientBoostingRegressor (n\_estimators=410,random\_state=25)  
gbr=gbr.fit(X\_train,y\_train)  
print(gbr.score(X\_train,y\_train))  
print(gbr.score(X\_test,y\_test))

0.7248060365277629  
0.775075734837311

# Increase in "n\_estimators" beyond 400, increases train score but decreases test score. so "n\_estimators = 400" is good

# Optimum is   
gbr= GradientBoostingRegressor (n\_estimators=400,random\_state=25)  
gbr=gbr.fit(X\_train,y\_train)  
print(gbr.score(X\_train,y\_train))  
print(gbr.score(X\_test,y\_test))

0.7247539388723996  
0.7751318074743498

gbr= GradientBoostingRegressor (n\_estimators=400,random\_state=25)  
gbr=gbr.fit(X\_train,y\_train)  
gbr\_tr= gbr.score(X\_train,y\_train)  
gbr\_ts= gbr.score(X\_test,y\_test)

Very near to Decision Tree.

Score of Decision Tree

train - 0.7320163141352926 test - 0.7764637553626321

### Random Forest

from sklearn.ensemble import RandomForestRegressor

rfr= RandomForestRegressor (n\_estimators=10,random\_state=25,max\_features=5)  
rfr=rfr.fit(X\_train,y\_train)  
print(rfr.score(X\_train,y\_train))  
print(rfr.score(X\_test,y\_test))

0.7316928947040389  
0.7761367960037955

# trying with different "n\_estimators"

rfr= RandomForestRegressor (n\_estimators=11,random\_state=25,max\_features=5)  
rfr=rfr.fit(X\_train,y\_train)  
print(rfr.score(X\_train,y\_train))  
print(rfr.score(X\_test,y\_test))

0.7317456980511001  
0.776008309930724

# No effect

# trying with different "max\_features"

rfr= RandomForestRegressor (n\_estimators=10,random\_state=25,max\_features=10)  
rfr=rfr.fit(X\_train,y\_train)  
print(rfr.score(X\_train,y\_train))  
print(rfr.score(X\_test,y\_test))

0.7317018765899191  
0.7761620422920031

rfr= RandomForestRegressor (n\_estimators=10,random\_state=25,max\_features=10)  
rfr=rfr.fit(X\_train,y\_train)  
rfr\_tr = rfr.score(X\_train,y\_train)  
rfr\_ts = rfr.score(X\_test,y\_test)

# the above one is optimum

Score Very similar to Decision Tree, Gradient Boosting

# Therefore the models which perform well are

score\_res = pd.DataFrame({'Model':['DecisionTree','GradientBoosting','RandomForest'],  
 'Train Score':[dTree\_tr, gbr\_tr, rfr\_tr],  
 'Test Score':[dTree\_ts, gbr\_ts, rfr\_ts]  
 })  
score\_res

Model Train Score Test Score  
0 DecisionTree 0.732016 0.776464  
1 GradientBoosting 0.724754 0.775132  
2 RandomForest 0.731702 0.776162